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Secure and Reliable Distributed Storage Without
Secret Keys

Abstract

We propose a class of algorithms for secure and reliable distributed storage without relying on secret keys.
In particular, our keyless algorithms make novel use of binary error control codes to protect and store files.
They feature low computation overhead while achieving a joint defense in reliability, confidentiality, and integrity,
which are collectively quantified using a new unifying metric, resilience vector. We prove perfect secrecy of
the proposed algorithms and derive a calibration method by trading-off the three functionalities under different
resilience requirements. Implementation of the algorithm shows that it achieves both security and reliability with
lower complexity than systems relying on secret keys and erasure coding.

I. INTRODUCTION

Distributed storage of critical data over large networks has become an essential component of distributed
computing environment. Since storage servers and client machines are considered as insecure and unreliable, we
need to provide security (i.e., confidentiality, integrity, and availability) as well as reliability (i.e., availability against
malicious attacks and tolerance against server/network failures). Traditionally, security and reliability are treated
separately, with cryptographic operations and private keys on the client side to keep data secure and redundancy
the added on the server side to enhance reliability.

This approach for security and reliability raises several important design issues. First, the use of private keys
may be insecure due to possible client-side security breaches. Data confidentiality that is protected by private keys
will be violated if the keys are revealed. Further, when a distributively-stored file is shared by multiple clients,
its private key has to be synchronized among all the client devices. Key synchronization could introduce security
vulnerabilities and are highly complex for large-scale distributed systems. Next, a tradeoff between security and
reliability remains to be formulated, since improving security and reliability both require the use of more system
resource, e.g., higher redundancy and computation capability. Is it possible to propose a design which captures
security, reliability, and their tradeoff within one framework? In this paper, we make novel use of binary error
control codes and derive two different algorithms for jointly achieving reliability, confidentiality, and integrity,
without relying on secret keys at client side. In order to obtain low complexity, we employ a decoding procedure
using table lookup and guessing at data retrieving phase.

In Section V and VI, we develop two simple and effective algorithms that do not rely on secret keys. For security,
previous solutions for distributed storage normally use encryptions for data confidentiality and digital signatures
for data integrity [2], [3], [4], [5]. These solutions uses secret keys and are computationally expensive, while the
cryptographic hash algorithms in these solution only detect integrity violations, but cannot correct modified data.
A non-cryptographic and keyless approach for security has been taken in [6], [7], known as secret sharing. It
has recently been generalized in [19], [21], [22], where theoretical bounds on security and reliability are derived
in different forms and for different applications, e.g., multi-path key establishment and secure network coding.
In these algorithms, randomness is added to original data to create a number of secret shares, such that a small
portion of the shares provide no information about the data. Our two algorithms in this paper can be viewed as
extensions on secret sharing for low-complexity applications: Instead of using complicated algebraic operations,
our algorithms operate in GF2. Under certain threshold conditions, our first algorithm serves as a one-time pad
scheme and achieves perfect secrecy in that no information about the data is revealed to a cryptanalyst, even if he
has unbounded computing power. In addition to this strong notion of confidentiality, the algorithm also guarantees
that integrity violations at storage servers can be detected and corrected during the retrieving phase. Our second
algorithm extends the basic scheme by further reducing its computation overhand, while partially provides perfect
secrecy.

For reliability, it normally requires the introduction of redundancy on the server side. Most existing distributed
storage solutions separate reliability from security and employ erasure/network coding to tolerate message retrieval
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failures. The simplest form of redundancy is replication, which stores multiple copies of the same data on different
servers and is adopted in many practical storage systems. To offer better storage efficiency, erasure-coding schemes
[8], [9], [10], [11] divide a critical data into smaller pieces, encode them using an erasure code, and allow the
original data to be recovered from any subset of a sufficient number of coded pieces. For the same redundancy
factor, network coding has also been applied in [12], [13], [15], [16], [17] to improve server repair efficiency
after reliability violations. Due to their underlying binary error control coding structure, our algorithms intrinsically
allow reliability to be achieved simultaneously with security. We develop a decoding method using table lookup
and guessing in our algorithms, for efficiently reconstructing the original data under both erasure and modification.

A main feature of our algorithms is keyless. In Section VII, we provide a security analysis and compare our
keyless storage algorithms with previous algorithms that rely on secret keys. Our keyless algorithms are shown to
outperform previous ones when possibilities of client-side security breaches are not negligible. The approach in
this paper also allows us to formulate the security-reliability tradeoff in a closed form using a new unifying metric,
resilience vector, defined in Section III. For a given distributed storage algorithm, its confidentiality, integrity, and
reliability, are each measured by one element in its resilience vector. Therefore, the set of all resilience vectors
achieved by a class of distributed storage algorithms form a 3-dimensional region. It quantifies the security and
reliability of this various classes of algorithms, and provides a unifying framework for measuring security and
reliability. We show that the resilience vector can be used to provide general design guidelines for distributed
storage systems.

The rest of this paper is organized as follows: In Section II, we discusses the assumptions and our threat model
for distributed storage. Section III defines the new metric of resilience vector. Section IV briefly desribes previous
storage algorithms. Section V and VI present the mechanisms and the complete protocols of our keyless distributed
storage algorithms. Section VII gives a security and reliability analysis and outlines how to calibrate the algorithm
by trading-off the three functionalities under different resilience requirements. We have implemented the proposed
distributed storage algorithm in C and evaluated its performance in Section VIII, in terms of CPU cycles, memory
requirement, and execution time. Proofs of theorems are collected in Appendix.

II. THREAT MODEL

To store a data F on n servers, a distributed storage algorithm with input F generates n messages M1, . . . ,Mn,
each of which is sent to and stored at a different server. We do not trust servers and networks to properly store
data, deliver data or keep data confidential. Therefore, retrieved messages are subject to confidentiality, integrity,
and availability attacks. In addition to malicious message-dropping and denial of service attacks on availability (a
Security issue), we also consider non-malicious message-dropping failures in the network or failure of storage server
nodes (a Reliability issue). In this paper, we denote as Attack on Reliability any malicious attacks on availability
in the security sense, as well as any non-malicious attacks due to server or network failures. In our threat model,
attackers can perform any combination of the following three classes of security and reliability violations, each
targeting at one functionality.
• Data Confidentiality violation: Attackers try to derive information of the original data F by obtaining messages

and analyzing their content, e.g., a cryptanalysis attack on an encrypted message is viewed as an attack on
confidentiality.

• Data Integrity violation: Attackers modify messages or make them misrepresent information, while messages
are stored on servers or in transit through a network. This class of violations prevent a client from retrieving
the original data F by violating message integrity. We also include non-malicious violations which cause data
to be modified, e.g., due to a noisy channel. These are ‘signal reliability’ issues and are also included in this
class of data Integrity violations.

• Reliability violations: Attackers make messages unavailable to their intended clients by destroying them on
storage servers, or intercepting and dropping them in the network. Server failures caused by hardware or
software errors (i.e., Reliability issues), as well as denial of service attacks (i.e., Availability issues), are
considered together under the class of Reliability violations.

The threat model assumes that collusion between servers is unlikely, i.e., servers do not share stored data with
other servers. Furthermore, all servers are assumed to have independently and identically distributed failure rates
and susceptibility to vulnerabilities. In other words, all servers run the same operating system, implement equivalent
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authentication systems, etc. However, client-side security and reliability is beyond the scope of the threat model.
The machine’s hardware and software are assumed to be protected from security and reliability violations while the
distributed storage algorithm executes on critical data on the client’s machine. For instance, an adversary cannot
read the client machine’s memory during the storage or retrieval phase. This is a fair assumption because if the
client’s machine were compromised with a malicious memory snooper, any storage or cryptographic algorithm
would be vulnerable.

III. NEW SECURITY-RELIABILITY METRIC

For a distributed storage algorithm with n servers, we introduce a new metric (c, d, e)n denoted as a resilience
vector. The three elements c, d, e are non-negative integers taking values from {0, 1, . . . , n}, and measure resilience
against malicious or non-malicious violations of confidentiality, integrity, and reliability, respectively.
• For confidentiality, c is a threshold value such that if no more than c messages are revealed to attackers, they

can derive no information about the original data F, even if they have unbounded computing power.

Definition 1: Data F is completely unknown given c revealed messages if

Prob
{
F
∣∣Mi1 , . . . ,Mic

}
= Prob {F} . (1)

for arbitrary subsets of indices i1, . . . , ic ∈ {1, 2, . . . , n}.

This is a strong notion of security, sometimes called perfect secrecy [6], [18], which does not rely on
computational hardness assumptions, unlike conventional encryption algorithms.

• For integrity, d is a threshold value such that the original information F can be successfully reconstructed
through the distributed storage algorithm from retrieved messages, if there are no more than d faulty messages.

• For reliability, e is a threshold value such that the original information F can be successfully reconstructed
through the distributed storage algorithm from any subset of n− e messages.

By stacking the three elements c, d, e into a resilience vector (c, d, e)n, we say that a resilience vector is achievable,
if the three confidentiality, integrity, and reliability properties specified above simultaneously hold, i.e.,

Definition 2: A resilience vector (c, d, e)n is achievable by a distributed storage algorithm, if the original data F
remains completely unknown with no more than c revealed messages, and at the same time, it can be successfully
reconstructed from any subset of n− e messages containing no more than d messages with errors.

The resilience vector (c, d, e)n gives a single, unifying metric for comparing security and reliability of different
distributed storage algorithms under our threat model. The entire set of achievable resilience vectors forms a 3-
dimensional region, which illustrates an optimal tradeoff among confidentiality, integrity, and reliability. Since
cryptographic operations are based on computational hardness assumptions, distributed storage algorithms using
secret keys achieve no perfect secrecy.

IV. PREVIOUS ALGORITHMS RELYING ON SECRET KEYS

In previous distributed storage algorithms, security is normally protected by cryptographic operations and secret
keys on the client side, while reliability is achieved by adding redundancy on the server side. To reliably store a
file F on n distributed servers, the erasure coding approach in [8], [9], [10], [11] utilizes linear erasure codes to
generate messages M1, . . . ,Mn. It is a special class of binary linear error control code and works only for message
erasures. An (n, k, s) erasure code has a property that any n− s + 1 out of the n messages suffice to recover the
original critical data. In a similar approach, network coding has also been applied in [12], [13], [15], [16], [17] to
improve data repair efficiency.

Messages M1, . . . ,Mn have to be further encrypted and hashed to provide confidentiality and integrity in
distributed storage. Let h(·) be hash function and a K be a secret key. We attach a hash vale is attached to
each message, i.e., < Mi|h(Mi) > and then store its encrypted value EK < Mi|h(Mi) > at server i = 1, . . . , n.
During file retrieving phase, the secret key K needs to be used to decrypt <Mi|h(Mi) >, while hash value h(Mi)
guarantees integrity of message Mi. A standard erasure/network decoding procedure is then employed to recover
original file F from those messages that are successfully retrieved.
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This algorithm requires that the encryption key K is kept secret at client side for the entire data storing period.
If the key is revealed, then this algorithm provides no defense against confidentiality breaches. In fact, when the
probability of the key being compromised by an adversary is high, this algorithm that relies on encryption, coding,
and hash will provide poor protection against confidentiality breaches because any one server being attacked will
reveal the stored data. Similarly, the reliability of the data is tied to the availability and integrity of the encryption
key - the adversary just attacks the integrity and availability of the encrypting key to prevent the client from
accessing his data, independent of servers being attacked. Moreover, perfect secrecy cannot be achieved according
to Definition 1, since encryption relies on computation hardness assumptions. Therefore, this algorithm relies on
secret keys and result in c = 0. In the next two sections, we will propose two distributed storage algorithms which
are keyless and achieve strictly positive c, d, e > 0.

V. OUR KEYLESS ALGORITHM FOR PERFECT SECRECY

We present a complete protocol for storing and retrieving over n distributed servers, starting with an illustrative
example to describe the underlying mechanism of our algorithm.

A. An Illustrative Example

Consider the storage of a single data object S1 = F (represented by a binary vector) on n = 7 servers. In the
storing phase, we first generate t = 3 random vectors X1,X2,X3, which all have the same length as S1 and are
used to ensure randomness in our algorithm. To construct n = 7 messages, we encode [S1,X1,X2,X3] using a
(n + k = 8, t + k = 4, s = 4) binary linear error control code, which has a 4× 8 generator matrix

G =




1 0 0 1 0 1 1 0
0 1 0 1 0 1 0 1
0 0 1 1 0 0 1 1
0 0 0 0 1 1 1 1


 . (2)

We have k = 1 in this example, since the file F is represented by a a single data object S1 = F. Parameter s = 4
is the Hamming distance of the code. It is equal to the minimal weight (i.e., the number of non-zero components)
among all non-zero linear combinations of rows of G, and measures the error correcting capability of the code.
Encoding is a bit matrix multiplication with [S1,X1,X2,X3] and the generator matrix G:

[S1,X1,X2,X3] ·G = [S1,X1,X2, S1 ⊕ X1 ⊕ X2,X3,S1 ⊕ X1 ⊕ X3,S1 ⊕ X2 ⊕ X3,X1 ⊕ X2 ⊕ X3]. (3)

where ⊕ is a bit-wise XOR operator. The first column on the right hand side of (3) is S1 and is discarded. Messages
are chosen to be the last n = 7 columns on the right hand side of (3): M1 = X1, M2 = X2, . . ., M7 = X1⊕X2⊕X3.
Matrix G can be public. Random vectors X1,X2,X3 are destroyed after the messages are computed.

For confidentiality, it is easy to verify that taking any c = 2 messages, S1 cannot be derived, since it is XORed
with some linear combination of X1,X2,X3 –this serves as a onetime pad in our distributed storage algorithm.
Furthermore, there exist three messages whose XOR generates S1 =M1⊕M2⊕M3. This means that the algorithm
achieves perfect secrecy for up to c = 2 violations of the confidentiality of the messages.

To describe the error decoding procedure, we use the concept of a parity check matrix and dual code. A parity
check matrix H for the (8, 4, 4) code is a 4× 8 full rank matrix whose rows are orthogonal to every row of G,

H =




1 1 0 0 0 0 1 1
0 1 1 0 0 1 1 0
0 0 1 1 1 1 0 0
0 0 0 0 1 1 1 1


 .

Since H is orthogonal to the row space of G, i.e., H ·GT = 0, we have r = H[S1,M1, . . . ,M7]T = 0, where r is
called a syndrome for [S1,M1, . . . ,M7]. When there are no errors or erasures, we always have r = 0. Otherwise,
r 6= 0 and it can be used to locate errors.

Next we show that integrity and reliability can be achieved in the retrieving phase. For simplicity, let S1,Xi,Mi

be single bits. (When they are vectors, decoding is performed row-by-row.) We assume that the last two messages
are erased and retrieve a subset of n− e = 5 messages [M̂1, . . . , M̂5]. For decoding, we replace the unknown data
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S1 and the two erased messages by a single variable U. Since three bits are unknown, one of the two guesses of
U (i.e., U = 0 or 1) gives at most 1 error. According to linear error control coding theory [14], this single error
in [U, M̂1, . . . , M̂5,U,U] can be corrected by looking up its syndrome vector in a table, which maps syndrome
vectors to error patterns, which are used to refine our guesses. The syndrome vector is computed by bit matrix
multiplication with a 4× 8 parity check matrix H:

R = H · [U, M̂1, . . . , M̂5,U,U]. (4)

B. Our Keyless Algorithm for Perfect Secrecy

In the storing phase, we first divide a binary file F of length f into k equal-length segments, S1, . . . , Sk, such
that each segment has m = f/k bits and is stored at a different server. Next, t pseudo-random length-m vectors
X1, . . . ,Xt are constructed at the client side. We stack the k data segments and the t random vectors as columns
in an input matrix [S1, . . . , Sk,X1, . . . ,Xt] of size m × (k + t), and apply a (n + k, t + k, s) binary linear error
control encoding to each row of this matrix, using the following generator matrix

G =




1 0 . . . g1,1 . . . g1,n

0 1 . . . g2,1 . . . g2,n
...

... . . .
...

. . .
...

0 0 . . . gk+t,1 . . . gk+t,n




(k+t)×(k+n)

(5)

The first k columns of the generator matrix G are systematic, i.e., the upper left k × k submatrix of G is an
identity matrix. Such generator matrices can always be derived by performing simple row eliminations. Applying
G to encode the input matrix row by row, we obtain a coded message matrix [S1, . . . ,Sk,X1, . . . ,Xt] · G of size
m× (n+k). Due to the systematic property of the generator matrix G, it is easy to see that in the message matrix,
the first k columns are just the original data segments S1, . . . , Sk, and do not need to be computed. For i = 1, . . . , n,
we choose message Mi as the (k + i)’th column of the the coded message matrix and send Mi to server i to be
stored there. Let Gk+1:k+n be a submatrix of G by removing the first k columns. We have

[M1, . . . ,Mn] = [S1, . . . ,Sk,X1, . . . ,Xt] ·Gk+1:k+n, (6)

or, in a more explicit form,

Mi = (g1,iS1)⊕ . . .⊕ (gk,iSk)⊕ (g1+k,iX1)⊕ . . .⊕ (gt+k,iXt) . (7)

The distributed storage protocol for the storing phase is summarized in Algorithm (1a).
To state our protocol for the retrieving phase, without loss of generality, we assume that the last e messages

can not be retrieved due to violations of reliability and the remaining n − e retrieved messages
[
M̂1, . . . , M̂n−e

]

contain d errors due to violations of integrity. Let H be a parity check matrix of size (n− t)× (k +n) for the code
given by (5). For decoding, we make two guesses on erased coordinates (i.e. all-zero and all-one) and calculate
two syndrome by bit matrix multiplication with H: in Step 5 below by replacing the erased messages by all-zero
vectors, and in Step 6 below by replacing the erased messages by all-one vectors. Then, looking up the syndrome
table and comparing the error patterns corresponding to the two syndrome, we can recover the original codeword
matrix [S1, . . . ,Sk,M1, . . . ,Mn] from

[
M̂1, . . . , M̂n−e

]
row by row.

Recall that the original data F is the first k columns of the codeword matrix [S1, . . . , Sk,M1, . . . ,Mn]. In our
protocol, decoding only the first k columns of the codeword matrix are sufficient for reconstruction of the original
data. Let ~t0 and ~t1 be the two error vectors for syndromes R0

i and R1
i respectively, for i = 1, . . . ,m. The error

vectors are used to refine our guesses. If ~t0 contains fewer errors on the non-erased coordinates, we conclude that
the assumption of all zero vectors is correct and ~t01:k gives i’th row of [S1, . . . ,Sk]. Otherwise, if ~t1 contains fewer
number of errors on the non-erased coordinates, we choose 1 ⊕ ~t11:k. We define a length-(n + k) mask vector A
and use a popcnt instruction to compute the number of errors on unerased coordinates. Finally, by concatenating
S1, . . . ,Sk, we obtain the critical data F.



6

(1a) Storing Phase:
Public parameters: k, t, n, G.
Private inputs: F.

1) Divide file F into k segments, each of f/k bits.

[S1, . . . , Sk] ← F

2) Generate t pseudo-random vectors, each of m bits.

[X1, . . . ,Xt] ← random()

3) Apply bit matrix multiplication of m × (t + k) and
(t + k)× n matrices to compute n messages by

[M1, . . . ,Mn] ← [S1, . . . , Sk,X1, . . . ,Xt] ·Gk+1:k+n

4) Destroy F, S1, . . . , Sk,X1, . . . ,Xt on the client side by
overwrite operations.

5) Send message Mi to server i for storage, ∀i.
6) Destroy M1, . . . ,Mn on the client side by overwrite

operations.

(1c) Server Repairing Phase:
Public parameters: G.
Private inputs: None.

1) Server i0 obtains RepairList, which is a subset of
columns that are linearly dependent with Gi0+k.

Repairlist [i1, . . . , il] ← GaussianElimination(G)

2) Server i0 contacts servers i1, . . . , il in RepairList to
download l messages.
for j = 1, . . . , l do

Mij ← retrieve(ij)
end for

3) Re-create message Mi0 on server i0.

Mi0 ←Mi1 ⊕Mi2 ⊕ . . .⊕Mil

4) Destroy Mi1 , . . . ,Mil
on server i0 by overwrite oper-

ations.

(1b) Retrieving Phase:
Public parameters: Tout, f , k, t, n, H , Table.
Private inputs: None.

1) Initialize auxiliary variables A ← 0, H̃ ← 0, e ← 0,
i ← 1, r ← 0.

2) Broadcast message retrieving requests to the n servers.
3) If message j is received, add (j + k)’th row of H to

H̃ , set the (j +k)’th bit in vector A, and let i = i+1.
Proceed if n messages are retrieved or time-out Tout

is reached.
while time() < Tout and i < n do

if M̂i ← retrieve(j) is TRUE do
H̃i ← Hj+k

Aj+k ← 1
i ← i + 1

end if
end while

4) Get number of erased messages e = n− i.
5) Apply bit matrix multiplication of (n − t) × (n − e)

and m × (n − e) matrices to compute syndrome R0

for an all-zero guess.

R0 ← H ·
[
0, . . . ,0, M̂1, . . . , M̂n−e,0, . . . ,0

]T

6) Apply bit matrix multiplication of (n − t) × (n − e)
and m × (n − e) matrices to compute syndrome R1

for an all-one guess..

R1 ← H ·
[
1, . . . ,1, M̂1, . . . , M̂n−e,1, . . . ,1

]T

7) Lookup the syndrome table with the syndrome vectors
to decode [S1, . . . , Sk] row by row.
for i = 1, . . . , m do

~t0 ← Table[R0
i ]

~t1 ← Table[R1
i ]

if popcnt(~t0&A) < popcnt(~t1&A) do
[S1, . . . , Sk]i ← 0⊕ ~t01:k

else
[S1, . . . , Sk]i ← 1⊕ ~t11:k

end if
end for

8) Restore and output F← [S1, . . . , Sk].

Fig. 1. Our Algorithm 1 for keyless distributed storage, including storing phase, retrieving phase, and server repairing phase.
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C. Repairing Server Data Loss

To provide long-term security and reliability, messages stored on distributed servers must be continually refreshed
as servers fail or leave the system. We propose a message repair algorithm that uses a linear combination of messages
downloaded from surviving servers, such that server data loss can be repaired without decoding data F.

According to error control coding theory, any column of generator matrix G can be derived by a linear combination
of a subset of other columns. Therefore, any single message can be repaired by a proper linear combination of a
subset of remaining messages. To repair message Mi0 that is generated by the i0 + k’th column of G (denoted
by Gi0+k), we perform a standard Gaussian Elimination on G to find a subset of columns that generates Gi0+k =
Gi1+k ⊕ . . . ⊕Gil+k for some i1, . . . , il and l < n. The indices {i1, . . . , il} are refereed to as a RepairList. All
possible Repair Lists can be computed off-line and stored on the client side to avoid Gaussian Elimination in run
time. Then, message Mi0 can be recovered by

Mi0 = [S1, . . . ,Sk,X1, . . . ,Xt] ·Gi0+k

= [S1, . . . ,Sk,X1, . . . ,Xt] · (Gi1+k ⊕ . . .⊕Gil+k)

=Mi1 ⊕ . . .⊕Mil
(8)

This repair algorithm requires a series of XOR operations on messages and can be carried out sequentially at
servers i1, . . . , il in the RepairList, each of which XORs the current version of Mi0 and its own message, and
then forwards the result to the next server. Repairing server data loss in our distributed storage protocol can be
made distributive and bandwidth efficient. The algorithm is summarized Algorithm (1c).

VI. OUR EXTENDED ALGORITHM FOR REDUCING COMPLEXITY

When file size f is large, the algorithm described in Section IV may not be efficient, primarily due to its use
of random vectors for providing confidentiality. First, the algorithm requires XOR of file F with random vectors,
whose total size can be several times larger than the file. For example, storing f = 10MB on n = 7 servers,
with n = 7, k = 1, t = 3 in the (8, 4, 4) binary code example in Section V, requires generating random vectors
of size tf/k = 30MB. It also results in storing messages of a total size nf/k = 70MB on distributed servers,
which expands the amount of data stored and retrieved by a factor of n/k = 7, all contributed by random vectors.
One could choose a larger k > 1 to split that data into smaller pieces, and thus, reduce the overhead. However,
as we will show in the security analysis in Section VII, choosing k = 1 maximizes the security and reliability
of the algorithm. Thus, this algorithm suffers from a tradeoff between security and reliability of data and storage
overhead, when file size f gets large.

To solve this problem, in this section we propose an extend keyless algorithm which combines the basic algorithm
in Section V and data encryption. The main idea is that instead of XORing file F with random vectors, we encrypt
file F with an auxiliary key K of size b, and then XOR the key with random vectors to provide confidentiality.
Therefore, the size of required random vectors is now determined by auxiliary key size b and is independent of file
size. In order to store the auxiliary key along with the file on distributed servers, each message Mi now contains a
data segment as well as a key segment. Integrity and availability are still be protected using the same binary error
control coding in Section V. To keep our notations consistent, we describe the extended algorithm with respect to
the same (n + k, t + k, s) binary linear error control in Section V.

In the storing phase, we encrypt file F of size f by an auxiliary key K of size b. The auxiliary key is divided into
k equal-length segments, K1, . . . ,Kk, such that each segment has b/k bits. t pseudo-random length-(b/k) vectors
X1, . . . ,Xt are constructed at the client side. We stack the k key segments and the t random vectors as columns in an
input matrix [K1, . . . ,Kk,X1, . . . ,Xt]. Since data confidentiality is now protected by encryption, no random vectors
are required for the file. We divide the encrypted file F̄ into k + t equal-length segments, [S̄1, . . . , S̄t+k] = F̄, to
create another input matrix of t+k columns. Let Gk+1:k+n be the submatrix of G by removing the first k columns.
We derive the messages by applying the same error control coding to the two input matrices, i.e.,

[M1, . . . ,Mn] =
[
S̄1 . . . S̄k S̄k+1 . . . S̄t+k

K1 . . . Kk X1 . . . Xt

]
·Gk+1:k+n, (9)

In a more explicit form, this is equivalent to

Mi =
[ (

g1,iS̄1

)⊕ . . .⊕ (
gk,iS̄k

)⊕ (
g1+k,iS̄k+1

)⊕ . . .⊕ (
gt+k,iS̄t+k

)
(g1,iK1)⊕ . . .⊕ (gk,iKk)⊕ (g1+k,iX1)⊕ . . .⊕ (gt+k,iXt)

]
. (10)
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(2a) Storing Phase:
Public parameters: k, t, n, G.
Private inputs: F.

1) Encrypt file F into F̄ using a random key K.
2) Divide key K into k segments, each of b/k bits.

[K1, . . . ,Kk] ← K

3) Generate t pseudo-random vectors, each of b/k bits.

[X1, . . . ,Xt] ← random()

4) Divide encrypted file F̄ into t + k segments, each of
f/(t + k) bits.

[S1, . . . , St+k] ← F̄

5) Apply bit matrix multiplication of [b/k+f/(t+k)]×
(t+k) and (t+k)×n matrices to compute n messages
by [M1, . . . ,Mn] ←

[
S̄1 . . . S̄k S̄k+1 . . . S̄t+k

K1 . . . Kk X1 . . . Xt

]
·Gk+1:k+n

6) Destroy F, F̄,K1, . . . ,Kk,S1, . . . , St+k,X1, . . . ,Xt

on the client side by overwrite operations.
7) Send message Mi to server i for storage, ∀i.
8) Destroy M1, . . . ,Mn on the client side by overwrite

operations.

(2b) Retrieving Phase:
Public parameters: Tout, f , b, k, t, n, H , Table.
Private inputs: None.

1) Initialize auxiliary variables A ← 0, H̃ ← 0, e ← 0,
i ← 1, r ← 0.

2) Broadcast message retrieving requests to the n servers.
3) Apply Steps (3)-(8) in Algorithm (1b) to recover the

encrypted file and the auxiliary key:

K← [K1, . . . ,Kk]

F̄← [S1, . . . , St+k]

4) Decrypt using the auxiliary key K.
5) Output file F.

Fig. 2. Our Algorithm 2 for keyless distributed storage, including storing phase and retrieving phase.

where the top part of each message Mi contains an XOR of data segments, while the lower part contains an
XOR of key segments and random vectors. It is easy to see that the extended algorithm provides two levels of
confidentiality: perfect secrecy for the auxiliary key K and cryptographic secrecy for the file F.

The retrieving phase is almost identical to Algorithm (1b) in Section V, since the same error control coding is
used. By looking up syndrome table and comparing different error patterns, we can recover the encrypted file F̄
and the auxiliary key K, which give the original file F after a decryption. The algorithm is summarized Algorithm
(2a) and Algorithm (2b).

VII. SECURITY AND RELIABILITY ANALYSIS

A. Analyze Security Using Resilience Vectors

As discussed in Section III, previous algorithm relying on secret keys cannot achieve perfect secrecy and results
in c = 0, since cryptographic operations are based on computational hardness assumptions. Our distributed storage
algorithms are able to achieve a variety of resilience vectors (c, d, e)n by choosing different error control code
parameters. In particular, Algorithm 1 achieves perfect secrecy. Its security and reliability is characterized in Theorem
1 below. The proof is summarized in Appendix.

Theorem 1: With a linear binary error control code (n+k, t+k, s) and its dual code (n+k, n− t, s′), Algorithm
1 achieves resilience vectors (c, d, e)n for any c = s′−k−1 and 2d+e = s−k−1. In particular, when both codes
are maximum distance separable (MDS), the proposed algorithm achieves an optimal resilience vector bounded by
c + 2d + e = n− k − 2.

Remark 1: Choice of parameters for Algorithm 1. Theorem 1 provides a security and reliability analysis by
proving the resilience against the three classes of attacks. If a target resilience vector is given, how should we
choose parameters for our algorithm to achieve it? Besides the existence of (n + k, t + k, s) and its dual code
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(n + k, n− t, s′), the following inequalities must be satisfied when choosing algorithm parameters {n, t, k, s, s′}:

2d + e + c ≤ n− k − 2,

2d + e ≤ s− k − 1, (11)

c ≤ s′ − k − 1 ≤ t.

The first three inequality are a direct results from Theorem 1. The last inequality s′−k−1 ≤ t is intuitive: Because
in the storing phase of our algorithm, t random vectors are used as one-time pads to generate messages, it can
not provide confidentiality for more than t message revealing. These inequality constraints can be used to give an
estimation on the minimum number of servers required to achieve a certain resilience target.

Remark 2: From Theorem 1, it is easy to see that reducing k improvements on both reliability and security,
while it makes the storage system less efficient, because for fixed file size f , a larger k results in smaller sizes
of messages and random vectors, i.e., m = f/k. When file size f is small, we can choose k = 1. This leads
to a special case of Theorem 1, where the distributed algorithm achieves 2d + e ≤ s − 2 and c ≤ s′ − 2, with
2d + e + c = n− 3 at optimum. This is the optimal reliability and security that can be achieved by the proposed
distributed storage algorithm. In this paper, we only focus on binary error control codes in GF2, although all ideas
can be extended to codes with higher dimensions. For example, if a linear ternary error control code is used, the
achievable reliability and security resilience can be improved, since the code achieves a larger Hamming distance.
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Fig. 3. Plot the set of all possible resilience vectors achieved by our keyless Algorithm 1 for n = 14 servers. Our algorithm is able to
achieve strictly positive (c, d, e)n vectors.

Depending on the existence of error codes with different parameters, the set of all possible resilience vectors in
Theorem 1 forms a 3-dimensional region, which quantifies a tradeoff among confidentiality, integrity, and reliability
of our Algorithm 1, as shown in Figure 3 for n = 14 servers. It can be seen that since our algorithm can defend
against all three classes of violations, its region of achievable resilience vectors absorbs many prior work as special
cases in lower dimensions. With the same (n + k, t + k, s) linear code and (n + k, n − t, s′) dual code, in Table
I our proposed Algorithms 1,2 are compare to previous algorithm using secret keys, as discussed in Section III.
It can be seen that although not achieving perfect secrecy, Algorithm 2 improves previous algorithms due to its
keyless feature.

B. Analyze Probability of Secure and Reliable Storage

Previous algorithms using secret keys are vulnerable to client-side security breaches, since an adversary just
need to attack the integrity and availability of the encrypting key to prevent the client from accessing his data,
independent of servers being attacked. For confidentiality, if the secret key is revealed, revealing breach on any
one server gives out its stored data. Intuitively, when the probability of client-side security breaches is high, our
proposed should outperform previous algorithm due to their keyless features.
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Approaches Resilience vector (c, d, e)n Storage on each server Require secret keys
c d,e

Previous Algorithm in Section III c = 0 d + e = s− 1 f/(t + k) Yes

Our Algorithm 1 c = s′ − 2 2d + e = s− 2 f/k No

Our Algorithm 2 c = 0 2d + e = s− 2 f/(t + k) No

TABLE I
COMPARING OUR KEYLESS DISTRIBUTED STORAGE ALGORITHMS WITH PREVIOUS ALGORITHM.

To derive a rigorous analysis of probability of secure and reliable storage, we assume that on the server side,
the three classes of attacks have probabilities Pc, Pd, Pe to achieve independently a successful violation, such that
a server remains unharmed with probability P0 = 1− Pc − Pd − Pe. Similarly, on the client side, the three classes
of attacks have probabilities Qc, Qd, Qe to achieve independently a successful violation. For simplicity, we use
the same probability Pc for perfect secrecy violations and cryptographic secrecy violations. Therefore, security
performance of our Algorithm 1 is underestimated.

From the analysis in Section VII.A, it is straightforward to derive the probability of secure and reliable storage
for our Algorithms 1,2 as follows

Pn =
∑

i≤s′−2,j+2l≤s−2

(
n

i, j, l

)
P i

cP
j
e P l

dP
n−i−j−l
0 , (12)

which only depends on server-side security breaches. For previous algorithm using secret keys, its probability of
secure and reliable storage also depends on probability of client-side security breaches. It is given by

Pn = (1−Qc −Qd −Qe) ·
∑

i≤n,j+l≤s−1

(
n

i, j, l

)
P i

cP
j
e P l

dP
n−i−j−l
0 + Qc ·

∑

j+l≤s−1

(
n
j, l

)
P j

e P l
dP

n−j−l
0 ,(13)

where the first term on the right hand-side correspond the event that the secret key is secure, and the second term
corresponds to the event of a successful confidentiality attack on the secret key at client-side.

We plot in Figure 4 the probability Pn of secure and reliable data storage in Equations () and (), for fixed client-
side attack probability Qc = Qd = Qe = 2% and different server-side violation probability Pc = Pd = Pe. All
algorithms use a (15, 5, 7) linear code with k = 1. It is observed that for reasonable server-side attack probability,
e.g., Pc = Pd = Pe < 5%, our keyless distributed storage algorithm exhibits a significant improvement over
previous algorithm using secret keys. This observation substantiates our conjecture that the use of secret key in
previous storage algorithm introduces vulnerability if client-side attack probability is non-negligible.

0.01 0.02 0.03 0.04 0.05 0.06 0.07 0.08 0.09 0.1
0.7

0.75

0.8

0.85

0.9

0.95

1

Server−side Violation Probability P
v
=P

e
=P

d

P
ro

ba
bi

lit
y 

of
 S

ec
ur

e 
an

d 
R

el
ia

bl
e 

S
to

ra
ge

 

 

Our Keyless Algorithms 1,2
Previous Algorithm

Fig. 4. Compare probability of secure and reliable data storage for different algorithms with n = 14 servers. Our algorithms achieve a
significant improvement for reasonable server-side attack probability, e.g., Pc = Pd = Pe < 5%.
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C. Calibrate Our Algorithms Using Number of Nines

When the number of storage servers in a system is fixed, to maximize the the probability Pn by choosing
parameters c, d, e, we consider an optimization problem over Rn:

P ∗
n = max

c,d,e

∑

i≤c,j≤e,l≤d

(
n

i, j, l

)
P i

cP
j
e P l

dP
n−i−j−l
0 (14)

s.t. (c, d, e) ∈ Rn

where the optimal solution P ∗
n is a function of the server number n and the three attack probabilities (Pc, Pd, Pe)

on the server side. In general, problem (14) can be solved off-line by an exhaustive search over Pareto optimal
resilience vectors in Bn (i.e. vectors lies on the boundary of Rn), before a distributed storage system is deployed.

Theorem 2: For a resilience vector (c, d, e)n and given attack probabilities Pc, Pd, Pe < 1
n on the server side,

the probability of secure and reliable data storage on the client side is lower bounded by

Pn(c, d, e) ≥ 1−
∑

x∈{c,d,e}

(
n

x + 1

)
P x+1

x (1− Px)n−x

1− nPx/v
. (15)

Further, when Pc = Pd = Pe = P and nP << 1, we have

Pn(c, d, e) ≈ 1−
(

n
min(c, d, e) + 1

)
Pmin(c,d,e)+1. (16)

Approximately, Pn(c, d, e) is determined by the smallest resilience element min(c, d, e) in a vector (c, d, e)n.

According to this theorem, resilience vectors can provide general guidelines for designing a distributed storage
system. When Pc = Pd = Pe = P are equal, the probability of secure and reliable storage is primarily determined
by the minimum individual resilience elements min(c, d, e). Therefore, the ability to defend against all three classes
of attacks at the same time is critical.

The formula for ‘number of nines’ as a metric for Availability is the number of ‘9’ digits after the decimal point
for the probability of retrieving the desired data when requested by the client-side. For example, ‘5 nines’ is defined
as:

Prob{data is securely retrieved when requested} = .99999.

This translates to a down time (with Probability = 0.00001) of approximately 5 minutes per year, when the system
is not available.

We provide a much stronger definition of ‘nines’ in our distributed storage system. We require the data stored
to remain confidential, be free from modification (by malicious attacker or by noisy channel or environment) and
be free from malicious attacks on availability or from packet dropping due to network operation. We translate the
‘nines’ requirement to the following equation

Nines = blog10
1

1−Pn(c,d,e)c. (17)

The ‘number of nines’ can be regarded as a function of the server number n and the three server violation
probabilities (Pc, Pd, Pe). For Pc = Pd = Pe = P and nP << 1, using equation (16), we derive the number of
‘nines’ achieved by our distributed storage algorithm

Nines ≈ [min(c, d, e) + 1] log10

1
P

+ Cn, (18)

where min(c, d, e) is the minimum individual resilience and Cn is a proper constant independent of server violation
probability P . Therefore, the number of ‘number of nines’ is a linear function of the the minimum individual
resilience.

Suppose that a (15, 5, 7) code with a (15, 10, 4) dual code is used in our algorithm for storing data on n = 14
servers. Using maxRn

min(c, d, e) + 1 = 3 in this case, equation (18) implies that in order to improve data storage
security and reliability on the client side and get one more ‘nine’, the server violation probability P on the server
side have to be reduced by a factor of 10

1
3 = 2.2. This is verified by our simulation in Figure.5, where the number

of ‘nines’ is plotted for different server attack probability P = Pc = Pd = Pe. It can be seen that to go from 5 to
6 ‘nines’, the violation probability on the server side has to be reduced from 0.8% to 0.3%.
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VIII. PERFORMANCE AND COST EVALUATION

We evaluate the implementation of our distributed storage protocol, with respect to computation overhead and
memory overhead as seen from the client-device side. In this evaluation, we are not concerned with the time and
storage required by a storage server. Rather, the performance and implementation cost to the user of the distributed
storage system is the main concern and what we evaluate. We show that our keyless storage algorithms has a low
complexity and compares favorably with a previous algorithm that implements AES-256 encryption, SHA-2 hash,
and erasure coding, for achieving confidentiality, integrity, and reliability, respectively.

We start with quantifying the computation and memory overhead of the Algorithms 1,2. Since the Algorithm 1
operates in Gf2, all required operations are binary. A breakdown of the storage protocol in Section IV shows that
it consists of four basic operations: bit matrix multiplication (BMM), table lookup, construction of pseudo-random
vectors (RV), and population count (popcnt) and comparison (cmpare), while its storage overhead consists of
three parts: a syndrome table, generator and parity check matrices, and auxiliary vectors for storing the random
vector and syndrome vectors. Algorithm 2 employs the encoding and decoding procedures in Algorithm 1 for key
segments and uses an extra AES-256 encryption for data segments. We derive the overhead of Algorithm 1,2 using
these metrics.

Computation in million CPU cycles Memory in KB

Algorithms
BMM RV Lookup

popcnt
cmpare

AES Table Coding Auxiliary AES

Algorithm 1 Storing 38.2 83.6 - - - - 0.01 1900 -
100KB Retrieving 35.3 - 554 1089 - 1.92 0.02 2400 -

Algorithm 2 Storing 6.1 0.03 - - 597 - 0.01 360 320
100KB Retrieving 5.6 - 107 178 656 1.92 0.01 480 320

TABLE II
THIS TABLE EVALUATES THE BREAKDOWN OF OVERHEAD FOR OUR DISTRIBUTED STORAGE ALGORITHM, IMPLEMENTED FOR n = 14

SERVERS AND DATA SIZE m = 100KB . ITS COMPUTATION OVERHEAD IS MEASURED WITH RESPECT TO THE FIVE BASIC OPERATIONS,
AND ITS MEMORY OVERHEAD IS MEASURED WITH RESPECT TO FOUR TYPES OF VARIABLES. BOTH ALGORITHM 1,2 EXHIBIT

LOW-OVERHEAD WITH A MAXIMUM OF LINEAR GROWTH IN DATA SIZE m.

We start with analyzing the complexity of Algorithm 1. Let m = f/k be the size of messages. In the storing
phase, t pseudo-random vectors need to be generated in Step 2. Step 3 for computing n messages needs nm(t+k−1)
binary XOR operations. The memory overhead is m(n + t + k) bits for auxiliary vectors M1, . . . ,Mn, X1, . . . ,Xt,
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S1, . . . ,Sk and (k + t)× (k + n) bits for the generator matrix. In the retrieving phase, the bit matrix multiplication
in Step 6 for computing the syndrome matrix needs m(n − t)(n − e − 1) binary XOR operations, while Steps 5
and 7 use (n + t)(n − k) and m(n + k − t) binary XOR operations, respectively. In step 7, two syndrome table
lookups, two popcnt instructions, and one cmpare instruction are performed for each loop, resulting in a total
overhead of 2m table lookups and 3m instructions. In the retrieving phase, the memory overhead for auxiliary
vectors is m(k + n − 1) bits for messages S1, . . . , Sk, M̂1, . . . , M̂n−1, m(n − t) bits for syndrome matrix R0,
(2n + k− 1)(n− t) bits for H and H̃ , and n− t +3(n+ k) bits for vectors r̃, A, ~t0, and ~t1. Finally, the syndrome
table requires (n+k)2n−t bits, because there can be no more than 2n−t different syndromes of n− t bits and each
entry in the syndrome table is an error vector of length n + k bits.

Since Algorithm 2 employs the same steps of Algorithm 1 except for a different message size, we can reuse
the previous complexity analysis and replace the message size by m2 = f/(t + k) + b/k in all the results above.
Because the auxiliary key size b is in general much smaller than the file f , ruffly speaking, Algorithm 2 can reduce
the complexity of Algorithm 1 by a factor of 1 + t/k, while an extra overhead for AES encryption of file size b is
be added in Algorithm 2.

We first evaluate the breakdown of overhead of our distributed storage protocol with respect to the five basic
operations and the four basic types of variables. These evaluations were done using C code on a 1.60 GHz Pentium
4 with 1.0 GB memory, typical of future hand-held devices that make up most of future client devices and have
much less computation power than today’s top-line desktops. As in Algorithms 1,2, we considered data size of
m = 100KB and used a (15, 5, 7) binary code with t = 4 and k = 1, for storing the data on n = 14 distributed
servers.

Table II presents the results of this evaluation. First, the table shows that our distributed storage algorithms
has low overhead. For instance, Algorithm 1 takes 120 m-cycles to store a 100KB data on n = 14 servers and
1600 m-cycles to retrieve it, while the total required memory is abo2ut 4MB. Algorithm 2 further reduces this
complexity to about 800 m-cycles and 0.7MB for both storing and retrieving. In Algorithm 1, the computation
overhead of the protocol is mainly contributed by the cost of the table lookups and the popcnt operations, which
are about 21% and 68% of the retrieval phase execution time, respectively. These are all scaled down by a factor
of 1 + t/k = 5, since a smaller message size is used in Algorithm 2. For memory overhead, since our algorithms
make uses of error control decoding rather than erasure/network decoding, the extra memory cost is introduced by
the storage of the syndrome table on the client side. It is a constant 1.9KB for the (15, 5, 7) binary code and only
takes 1% of the total memory overhead in Algorithms. This evaluation verifies the low-complexity property of our
distributed storage protocol. As the data size m increases, the total overhead exhibits a linear growth-rate in data
size m.
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Fig. 6. For n = 6, 10, 14, 18, 22, 26, 30 servers and data size m = 100KB, these three figures compare overhead and throughput of our
distributed storage protocol with k = 1 to a simple cryptographic scheme, which uses 256-bit AES encryption for confidentiality, 256-bit
SHA-2 hash for integrity, and erasure codes for reliability. The computation overhead and throughput of our non-cryptographic protocol
compares favorably to the cryptographic scheme, while extra memory is required for storing the random vectors and the syndrome vectors.
This extra cost can be reduced by choosing a larger k in our protocol, thus dividing the original data into smaller segments.
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For n = 6, 10, 14, 18, 22, 26, 30 servers, we compare the total overhead of our two keyless algorithms to the
previous algorithm described in Section III, which employs erasure codes to construct messages for reliability,
and 256-bit AES encryption and 256-bit SHA-2 hash to encrypt and sign the messages on the client side for
confidentiality and integrity, respectively. Figure 6 presents the results of this evaluation. It is shown that the
computation overhead of our keyless protocols is much lower than the computation overhead of the cryptographic
scheme. For instance, it takes about 1600 m-cycles (i.e., about 1s in our implementation) for both of our algorithms
to store and retrieve a file of size 100KB on n = 14 servers, resulting in an improvement of a factor of 2.3 in
contrast to 3600 m-cycles (i.e., about 2.2s) required by the previous algorithm using secret keys. For n = 14 servers,
an extra memory overhead of 1.4MB is observed in Algorithm 1, while Algorithm 2 has similar memory overhead
as the previous algorithm. If the perfect secrecy that is provided by Algorithm 1 is not necessary, Algorithm 2
becomes a more suitable candidate for practical implementation of keyless distributed storage.

IX. CONCLUSION

We develop two algorithms for secure and reliable distributed storage without relying on secret keys. Both
algorithms make novel use of binary error control codes to protect and store files, and provide security and
reliability at low complexity. By trading-off reliability, confidentiality, and integrity in a unified 3D tradeoff space,
our algorithm achieves a significant security and reliability improvement, as observed in simulation and quantified
by analysis. By sacrificing the perfect secrecy property, the extended algorithm further reduce the required memory
overhead and is more desirable for practical implementations.
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APPENDIX

A. Proof of Theorem 1

Proof: To show that the critical data F can be successfully retrieved, we notice that each row of the message
matrix [S1, . . . ,Sk,M1, . . . ,Mn] is a valid codeword for the (n+k, k+t, s) error control code. According to coding
theory, a linear (n + k, k + t, s) error control code can correct up to b s−1

2 c errors with a syndrome decoding. In
the retrieving algorithm, we choose the k + e erased messages to be all zeros and all ones respectively. Because
the error control code is binary, one of the two choices introduces less than bk+e

2 c new errors, and thus leads to
totally d + bk+e

2 c errors, which can be efficiently corrected by the syndrome decoding in the retrieving algorithm,
if the following is satisfied:

d + bk + e

2
c = b2d + k + e

2
c ≤ bs− 1

2
c (19)

This establishes 2d+ e ≤ s− k− 1 as a sufficient condition for recovering S1, . . . ,Sk from the retrieved messages.
Next, we show that the critical data F remains completely unknown to attacks. Without loss of generality, we

assume that the first c messagesM1, . . . ,Mc are revealed to attackers. According to the proposed algorithm, attackers
have c linear equations

Mi =
∑k

j=1 Sjgj,i +
∑t

j=1Xjgk+j,i, ∀i = 1, . . . , c (20)

for analyzing S1, . . . , Sk and X1, . . . ,Xt from the revealed messages. Because the dual error control code (k +
n, n− t, s′) has distance s′, coding theory shows that any s′− 1 columns of the G matrix are linearly independent.
We can then prove that the coefficients for X1, . . . ,Xt in the c linear equations (20) form a full rank matrix, i.e.

Rank




gk+1,1 . . . gk+1,c
...

. . .
...

gk+t,1 . . . gk+t,c


 = c. (21)

This implies that if we regard M1, . . . ,Mc and S1, . . . , Sk as known constants in (20), then (20) gives a set of c
linear independent equations (due to (21)) with t > c unknowns, i.e. X1, . . . ,Xt. Therefore, when vectors X1, . . . ,Xt

are generated randomly from a uniform distribution independent of the information vectors, for any observation
[M1, . . . ,Mc] = M̂ and realization Ŝ , we have

Prob
{

[S1, . . . ,Sk] = Ŝ
∣∣ [M1, . . . ,Mc] = M̂

}

= Prob
{

[S1, . . . , Sk] = Ŝ
}

. (22)

From (22), we conclude that given messages M1, . . . ,Mc, all critical data vectors [S1, . . . ,Sk] remains equally
likely. Let I(·) be the mutual information function and H(·) be the entropy function. This means that

I([S1, . . . , Sk] , [M1, . . . ,Mc])

= H([S1, . . . , Sk])−H([S1, . . . ,Sk]
∣∣ [M1, . . . ,Mc])

= 0.

In other words, attacks can obtain absolutely no information about the critical data F, which is unconditionally
confidential.


